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1、什么是虚函数？什么是纯虚函数？

虚函数声明如下： virtual ReturnType FunctionName(Parameter)；引入虚函数是为了动态绑定。纯虚函数声明如下：virtual ReturnType FunctionName()= 0；引入纯虚函数是为了派生接口。

<http://blog.chinaunix.net/uid-26851094-id-3327323.html>

虚继承与虚基类：

<http://blog.csdn.net/yinxusen/article/details/6330503>

虚表：

<http://blog.csdn.net/haoel/article/details/1948051/>

构造函数与析构函数

<http://www.cnblogs.com/mr-wid/archive/2013/02/19/2917911.html>

基类、派生类指针

<http://www.cnblogs.com/Xiegg/p/3607209.html>

2、基类为什么需要虚析构函数？

标准规定：当derived class经由一个base class指针被删除而该base class的析构函数为non-virtual时，将发生未定义行为。通常将发生资源泄漏。 解决方法即为：为多态基类声明一个virtual 析构函数。

<http://www.cnblogs.com/lixiaohui-ambition/archive/2012/07/13/2589716.html>

3、当i是一个整数的时候++i和i++那个更快一点？i++和++i的区别是什么？

理论上++i更快，实际与编译器优化有关，通常几乎无差别。i++实现的代码为：

//i++实现代码为：

int operator++(int)

{

int temp = \*this;

++\*this;

return temp;

}//返回一个int型的对象本身

++i的实现代码：

// ++i实现代码为：

int& operator++()

{

\*this += 1;

return \*this;

}//返回一个int型的对象引用

i++和++i的考点比较多，简单来说，就是i++返回的是i的值，而++i返回的是i+1的值。也就是++i是一个确定的值，是一个可修改的左值，如下使用：

cout << ++(++(++i)) << endl;

cout << ++ ++i << endl;

可以不停的嵌套++i。这里有很多的经典笔试题，一起来观摩下：

int main()

{

int i = 1;

printf("%d,%d\n", ++i, ++i); //3,3

printf("%d,%d\n", ++i, i++); //5,3

printf("%d,%d\n", i++, i++); //6,5

printf("%d,%d\n", i++, ++i); //8,9

system("pause");

return 0;

}

首先是函数的入栈顺序从右向左入栈的，计算顺序也是从右往左计算的，不过都是计算完以后在进行的压栈操作：

对于第5行代码，首先执行++i，返回值是i，这时i的值是2，再次执行++i，返回值是i，得到i=3，将i压入栈中，此时i为3，也就是压入3，3；

对于第6行代码，首先执行i++，返回值是原来的i，也就是3，再执行++i，返回值是i，依次将3，5压入栈中得到输出结果

对于第7行代码，首先执行i++，返回值是5，再执行i++返回值是6，依次将5，6压入栈中得到输出结果

对于第8行代码，首先执行++i，返回i，此时i为8，再执行i++，返回值是8，此时i为9，依次将i，8也就是9，8压入栈中，得到输出结果。

上面的分析也是基于vs搞的，不过准确来说函数多个参数的计算顺序是未定义的(the order of evaluation of function arguments are undefined)。笔试题目的运行结果随不同的编译器而异。

参考：http://www.stroustrup.com/bs\_faq2.html#evaluation-order

4、vector的reserve和capacity的区别?

reserve()用于让容器预留空间，避免再次内存分配；capacity() 返回在重新进行内存分配以前所能容纳的元素数量。

<http://blog.csdn.net/u014082714/article/details/44221369>

5、在模板中，如何声明嵌套从属类型(即模板嵌套类型)？

template内出现的类型如果依赖于某个template参数，则称之为从属类型；如果从属类型在class内呈嵌套状，则称之为嵌套从属类型。

template<typename C>

void doSomething(const C& container)

{

if(container.size() > 0)

C::iterator iter(container.begin());

}

此时，根据C++的规则，编译器先假设C::iterator不是一个类型。然而iter的声明只有在C::iterator是一个类型时才合理。因此需要我们自己告诉编译器。那么，就需要再C::iterator之前加上typename，告诉编译器C::iterator是一个类型。

template<typename C>

void doSomething(const C& container)

{

if(container.size() > 0)

typename C::iterator iter(container.begin());

}

模板：

<http://www.cnblogs.com/gw811/archive/2012/10/25/2738929.html>

6、 auto\_ptr能作为vector的元素吗？为什么？

auto\_ptr与unique\_ptr：

<http://blog.csdn.net/pi9nc/article/details/12227887>

7、如何初始化const和static数据成员？

通常在类外初始化static数据成员，但是 static const 的整型(bool，char，int，long)可以再类声明中初始化，static const的其他类型也必须在类外初始化(包括整型的数组)。

static：

<http://www.cnblogs.com/BeyondAnyTime/archive/2012/06/08/2542315.html>

用法简介：

<http://www.cnblogs.com/xiaoyi115/p/3622891.html>

8、如何确保对象在抛出异常时也能被删除？什么是RAII？

总的思想是RAII：设计一个class，令他的构造函数和析构函数分别获取和释放资源。

有两个方法：

利用“函数的局部对象无论函数以何种方式(包括因异常)结束都会被析构”这一特性，将“一定要释放的资源”放进局部对象的析构函数；

使用智能指针。

RAII:

<http://blog.csdn.net/10km/article/details/49847271>

智能指针：

<http://blog.csdn.net/u013184159/article/details/51177964>

9、 为什么需要private继承？

<http://www.jb51.net/article/54224.htm>

10、如何实现单例模式？如何避免发生对象的用户复制行为？如何实现线程安全的单例模式？DCLP是什么，有什么问题？

(1)、将构造函数、析构函数、复制构造函数、赋值操作符声明为私有，即可实现单例模式

单例模式实现代码通常为：

class Singleton

{

public:

static Singleton\* Instance();

protected:

Singleton();

private:

static Singleton\* \_instance;

};

Singleton::Singleton(){}

Singleton\* Singleton::\_instance = nullptr;

Singleton\* Singleton::Instance()

{

if(\_instance == nullptr)

\_instance = new Singleton;

return \_instance;

}

(2)、避免用户的复制行为，可以将复制构造函数声明为private或者使用C++11中的delete语法。

(3)、实现线程安全的单例模式：上面实现中的GetInstance()不是线程安全的，因为在单例的静态初始化中存在竞争条件。如果碰巧有多个线程在同时调用该方法，那么就有可能被构造多次。

比较简单的做法是在存在竞争条件的地方加上互斥锁。这样做的代价是开销比较高。因为每次方法调用时都需要加锁。

比较常用的做法是使用双重检查锁定模式(DCLP)。但是DCLP并不能保证在所有编译器和处理器内存模型下都能正常工作。如，共享内存的对称多处理器通常突发式提交内存写操作，这会造成不同线程的写操作重新排序。这种情况通常可以采用volatile解决，他能将读写操作同步到易变数据中，但这样在多线程环境下仍旧存在问题。

<http://www.cnblogs.com/cxjchen/p/3148582.html>

设计模式：

<http://www.cnblogs.com/jingmoxukong/archive/2011/08/24/2152023.html>

volatile：

<http://www.cnblogs.com/yc_sunniwell/archive/2010/07/14/1777432.html>

11、在构造函数/析构函数中调用虚函数

<http://blog.csdn.net/xtzmm1215/article/details/45130929>

12、构造函数、析构函数抛出异常的问题

(1)、构造函数抛异常：不会发生资源泄漏。假设在operator new()时抛出异常，那么将会因异常而结束此次调用，内存分配失败，不可能存在内存泄露。假设在别处(operator new() )执行之后抛出异常，此时析构函数调用，已构造的对象将得以正确释放，且自动调用operator delete()释放内存

析构函数抛异常：

可以抛出异常，但该异常必须留在析构函数；若析构函数因异常退出，情况会很糟糕(all kinds of bad things are likely to happen)

a、可能使得已分配的对象未能正常析构，造成内存泄露；

b、例如在对像数组的析构时，如果对象的析构函数抛出异常，释放代码将引发未定义行为。考虑一个对象数组的中间部分在析构时抛出异常，它无法传播，因为传播的话将使得后续部分不能正常释放；它也无法吸收，因为这违反了”异常中立“原则(异常中立，就是指任何底层的异常都会抛出到上层，也就相当于是异常透明的)。

(2)、抛出异常时，将暂停当前函数的执行，开始查找匹配的catch子句。首先检查throw本身是否在try块内部如果是，检查与该try相关的catch子句，看是否可以处理该异常。如果不能处理，就退出当前函数，并且释放当前函数的内存并销毁局部对象，继续到上层的调用函数中查找，直到找到一个可以处理该异常的catch。

<http://www.cnblogs.com/fly1988happy/archive/2012/04/11/2442765.html>

13、C++ socket通信

<http://www.cnblogs.com/fuchongjundream/p/3914696.html>

<http://blog.csdn.net/yaopeng_2005/article/details/6696105>

<http://blog.csdn.net/g_brightboy/article/details/12854117>

<http://biancheng.dnbcw.net/c/260696.html>

14、C++对象的深拷贝和浅拷贝

<http://www.cnblogs.com/gossiplee/p/4612983.html>

15、string类

<http://genwoxuec.blog.51cto.com/1852764/499562>

16、C++ operator关键字（重载操作符）

<http://www.cnblogs.com/xiangxiaodong/archive/2012/02/12/2348144.html>

17、C++Union的用法

<http://blog.csdn.net/lincyang/article/details/6176642>

18、相等和等价的区别？哪些类型的容器使用相等或等价？

相等(equality)是以operator==为基础，如果x==y为真，则判定x和y相等。

等价(equavalence)是以operator<为基础，如果!(x < y) && !(y < x)为真，则判定x和y等价。

通常，关联容器采用“等价”，而顺序容器采用“相等”。

19、如何实现仿函数？为什么需要通过继承自unary\_function 或者 binary\_function来实现仿函数？

function object就是重载了函数调用操作符 operator()的一个struct或者class

所有内置一元仿函数均继承自unary\_function，所有内置二元仿函数均继承自binary\_function

继承自unary\_function和binary\_function的仿函数可以成为“可配接“的仿函数。可配接的仿函数，能够与其他STL组件更”和谐“地协同工作。

<http://www.cnblogs.com/decade-dnbc66/p/5347088.html>

20、如何在const成员函数中赋值？

使用mutable去掉const的成员函数的const性质

const\_cast和mutable的比较

const\_cast:

1) 强制去掉对象的const属性。

2) 缺点：对const对象，调用包含const\_cast的const成员函数，属于未定义行为。

mutable:

1) 使用场景：对可能要发生变化的成员前，加上存储描述符mutable。

2) 实质：对加了mutable的成员，无视所有const声明。

为什么要有这种去除常量标志的需求？

答：两个概念：物理常量性和逻辑常量性

物理常量性：实际上就是常量。

逻辑常量性：对用户而言是常量，但在用户不能访问的细节上不是常量。

21、两种常用的实现隐式类类型转换的方式是什么？如何避免隐式类型转换？

(1)、a、使用单参数的构造函数或N个参数中有N-1个是默认参数的构造函数，如：

class A

{

public：

A(stirng s);

A(string s,int a = 0);

};

b、使用operator what\_you\_want\_to\_convert\_type() const

class A

{

public:

operator char\*() const

{

return data;//当从其他类型转换到char\*时自动调用

}

private:

char\* data;

};

(2)、在单参数的构造函数或N个参数中有N-1个是默认参数的构造函数声明之前加上explicit。

<http://www.cnblogs.com/xushjie/archive/2012/09/23/2698590.html>

22、STL中的vector：增减元素对迭代器的影响

这个问题主要是针对连续内存容器和非连续内存容器。a、对于连续内存容器，如vector、deque等，增减元素均会使得当前之后的所有迭代器失效。因此，以删除元素为例：由于erase()总是指向被删除元素的下一个元素的有效迭代器，因此，可以利用该连续内存容器的成员erase()函数的返回值。常见的编程写法为：

for(auto iter = myvec.begin(); iter != myvec.end()) //另外注意这里用 "!=" 而非 "<"

{

if(delete iter)

iter = myvec.erase(iter);

else ++iter;

}

还有两种极端的情况是：

(1)、vector插入元素时位置过于靠前，导致需要后移的元素太多，因此vector增加元素建议使用push\_back而非insert；

(2)、当增加元素后整个vector的大小超过了预设，这时会导致vector重新分分配内存，效率极低。因此习惯的编程方法为：在声明了一个vector后，立即调用reserve函数，令vector可以动态扩容。通常vector是按照之前大小的2倍来增长的。

b、对于非连续内存容器，如set、map等。增减元素只会使得当前迭代器无效。仍以删除元素为例，由于删除元素后，erase()返回的迭代器将是无效的迭代器。因此，需要在调用erase()之前，就使得迭代器指向删除元素的下一个元素。常见的编程写法为：

for(auto iter = myset.begin(); iter != myset.end()) //另外注意这里用 "!=" 而非 "<"

{

if(delete iter)

myset.erase(iter++); //使用一个后置自增就OK了

else ++iter;

}

其实在C++11中erase的返回值就是下一个节点，也可以利用函数的返回值。

23、New和malloc的区别

1) malloc()分配指定字节数的未经初始化的内存空间，返回的是void指针；new操作符为一个指定类型的对象分配空能，并调用其构造函数初始化，返回的是该对象的指针。

2) malloc()必须要做初始化，以及将void指针转换成合适类型的指针。同时要考虑到分配的内存大小正好是你所需要的大小。当new操作符使用"(value)" notation，即可得到值为value的初始化。如果考虑上初始化的开销，malloc()和new没有性能上的差别。

24、C++如何避免内存泄漏

这其实可以看做是一个编程风格的问题。

a、使用RAII(Resource Acquisition Is Initialization,资源获取即初始化)技法，以构造函数获取资源(内存),析构函数释放。

b、相比于使用原生指针，更建议使用智能指针，尤其是C++11标准化后的智能指针。

c、注意delete和delete[]的使用方法。

d、这是很复杂的一种情况，是关于类的copy constructor的。首先先介绍一些概念。

同default constructor一样，标准保证，如果类作者没有为class声明一个copy constructor，那么编译器会在需要的时候产生出来(这也是一个常考点：问道"如果类作者未定义出default/copy constructor，编译器会自动产生一个吗？"答案是否定的)

不过请注意！！这里编译器即使产生出来，也是为满足它的需求，而非类作者的需求！！

而什么时候是编译器"需要"的时候呢？是在当这个class 【不表现出】bitwise copy semantics(位逐次拷贝，即浅拷贝)的时候。

在4中情况下class【不表现出】bitwise copy semantics

(1)、当class内含一个member object且该member object声明了一个copy constructor(无论该copy ctor是类作者自己生明的还是编译器合成的)；

(2)、当class继承自一个base class且该base class有一个copy constructor(无论该copy ctor是类作者自己生明的还是编译器合成的)；

(3)、当class声明了virtual function；

(4)、当class派生自一个继承链，且该链中存在virtual base class时。

言归正传，如果class中仅仅是一些普通资源，那么default memberwise copy是完全够用的；然而，挡在该class中存在了一块动态分配的内存，并且在之后执行了bitwise copy semantics后，将会有一个按位拷贝的对象和原来class中的某个成员指向同一块heap空间，当执行它们的析构函数后，该内存将被释放两次，这是未定义的行为。因此，在必要的时候需要使用user-defined explicit copy constructor，来避免内存泄露。

Delete

<http://blog.csdn.net/hazir/article/details/21413833>

25、STL中排序算法的实现是什么

STL中的sort()，在数据量大时，采用quicksort，分段递归排序；一旦分段后的数量小于某个门限值，改用Insertion sort，避免quicksort深度递归带来的过大的额外负担，如果递归层次过深，还会改用heapsort。

26、指针和引用的区别

本质：指针是一个变量，存储内容是一个地址，指向内存的一个存储单元。而引用是原变量的一个别名，实质上和原变量是一个东西，是某块内存的别名。

指针的值可以为空，且非const指针可以被重新赋值以指向另一个不同的对象。而引用的值不能为空，并且引用在定义的时候必须初始化，一旦初始化，就和原变量“绑定”，不能更改这个绑定关系。

不过如下的写法也是同的过编译器的：

int \*iptr = NULL;

int& iref = \*iptr;

但是，上面的写法是非人类的。

对指针执行sizeof()操作得到的是指针本身的大小（32位系统为4,64位系统为8）。而对引用执行sizeof()操作，由于引用本身只是一个被引用的别名，所以得到的是所绑定的对象的所占内存大小。

指针的自增(++)运算表示对地址的自增，自增大小要看所指向单元的类型。而引用的自增(++)运算表示对值的自增。

在作为函数参数进行传递时的区别：指针作为函数传输作为传递时，函数内部的指针形参是指针实参的一个副本，改变指针形参并不能改变指针实参的值，通过解引用\*运算符来更改指针所指向的内存单元里的数据。而引用在作为函数参数进行传递时，实质上传递的是实参本身，即传递进来的不是实参的一个拷贝，因此对形参的修改其实是对实参的修改，所以在用引用进行参数传递时，不仅节约时间，而且可以节约空间。

上面是引用和指针的区别，总的来说，如果你需要一个可能会为空，或者还会指向别的值的时候，就使用指针，如果是要一开始就要指向一个object，并不会改变的时候就可以只用引用。

27、指针数组和数组指针的区别

顾名思义，数组指针应该是指向数组的指针，而指针数组则是指该数组的元素均为指针。数组指针，是指向数组的指针，其本质为指针，形如int (\*p)[10]，p即为指向数组的指针；数组指针是指向数组首元素的地址的指针，其本质为指针，可以看成是二级指针

指针数组，在C语言和C++中，数组元素全为指针的数组称为指针数组，其中一维指针数组的定义形式为：

类型名 \*数组标识符[数组长度]

指针数组中每一个元素均为指针，其本质为数组，例如我们经常使用的动态数组的就是基于此的使用，如下示例：

size\_t row,col;

//输入row和col的数值

int \*\*MathTable = new int\*[row];

for( int i = 0 ; i < row ; i++ )

MathTable[i] = new int[col];

//code

for( int i = 0 ; i < row ; i++ )

delete [] MathTable[i];

delete []MathTable;

也就是形如int p[10]这样的声明，就是我们这里的指针数组，从声明形态上来讲，是由于[]的优先级高于，又有诸如下面的指针：

\*ptr\_arry[i]

指针数组中的元素可以表示为：

\*(\*(ptr\_arry+i))

()的优先级较高，又由于又结合的原因，可以化简为：

\*\*(ptr\_arry+i)

由于数组元素均为指针，因此prt\_array[i]是指第i+1个元素的指针。

28、指针函数和函数指针

此处还有两个需要区分的概念，就是函数指针和指针函数。

函数指针

函数指针：指向函数的指针变量，在C编译时，每一个函数都有一个入口地址，那么指向这个函数的函数指针便是指向这个地址。函数指针主要有两个作用：用作调用函数和做函数的参数。

int (\*func)(int x);

诸如上面的代码这是申明了一个函数指针，代码(\*func)中括号是必须的，这会告诉编译器这是一个函数指针而不是声明一个具有返回类型为指针的函数，后面的形参要是这个函数所指向的函数形参而定。使用如下面的代码：

#include <iostream>

using namespace std;

int(\*func)(int a, int b);

int bar(int a, int b)

{

return a + b;

}

int foo(int a, int b)

{

return a;

}

int \_tmain(int argc, \_TCHAR\* argv[])

{

func = bar;

cout << func(12, 34) << endl;

system("pause");

func = foo;

cout << func(12, 34) << endl;

system("pause");

return 0;

}

这样的声明有些繁琐，其实可以使用typedef来进行简化：

#include <iostream>

using namespace std;

typedef int(\*PF)(int, int);

//int(\*func)(int a, int b);

int bar(int a, int b)

{

return a + b;

}

int foo(int a, int b)

{

return a;

}

int \_tmain(int argc, \_TCHAR\* argv[])

{

PF func;

func = bar;

cout << func(12, 34) << endl;

system("pause");

func = foo;

cout << func(12, 34) << endl;

system("pause");

return 0;

}

函数指针的另一个作用就是作为函数的参数，可以在一个函数的形参列表中传入函数指针，然后边可以在这个函数中使用这个函数指针所指向的函数，这样边可以使程序变得更加清晰和简洁。

#include <iostream>

using namespace std;

typedef int(\*PF)(int, int);

//int(\*func)(int a, int b);

int bar(int a, int b)

{

return a + b;

}

int foo(int a, int b)

{

return a;

}

void func(int a, int b, PF ptr)

{

cout << ptr(a, b) << endl;

return;

}

int \_tmain(int argc, \_TCHAR\* argv[])

{

PF ptr;

ptr = bar;

func(12, 34, ptr);

system("pause");

ptr = foo;

func(12, 34, ptr);

system("pause");

return 0;

}

一旦知道函数指针是如何工作的，我们就可以构建一些复杂的定义，例如：

void \*(\*(\*fp1)(int))[10];

fp1是一个指向函数的指针，该函数接受一个整型参数，并且返回类型是一个指向包含了10个void指针数组的指针。是不是很绕？

float (\*((\*fp2)(int,int,float)))(int);

fp2是一个指向函数的指针，该函数接受三个参数(int,int,float)，返回值是一个指向函数的指针，该函数接受一个整型参数并返回一个float。

typedef doubele (\*(\*(\*fp3)())[10])();

fp3是一个函数指针，该函数无参数，且返回一个指向含有10个指向函数指针指针数组的指针，这些函数不接收参数，且返回值是double值

int (\*(\*fp4())[10])();

fp4是一个返回指针的函数，该指针指向含有10个函数指针的数组，这些函数的返回值是整型。

指针函数

与函数指针相区别的定义应该就是指针函数，指针函数本质上是一个函数，是指函数的返回值为指针的函数，一般是形如下的函数：

int\* func(int x,int y);

如上就是一个返回值是指针的函数，很常见。

函数对象

上面谈到了函数指针以及应用，这里涉猎下函数对象。从一般函数回调意义上来说，函数对象和函数指针是相同的，但是函数对象却具有许多函数指针不具有的优点，函数对象使程序设计更加灵活，而且能够实现函数的内联（inline）调用，使整个程序实现性能加速。

29、二维动态数组的申请和删除

首先是如何申请二维的数组，这里我们先申请一个指针数组，然后令指针数组中的每一个元素都指向一个数组，这样二维数组就成了：

size\_t row, col;

//输入row和col的数值

int \*\*MathTable = new int\*[row];

for (int i = 0; i < row; i++)

MathTable[i] = new int[col];

然后是释放空间的过程：

//code

for (int i = 0; i < row; i++)

delete[] MathTable[i];

delete[]MathTable;

符合new和delete配对的原则，怎么new出来就怎么delete掉。

30、关于shared\_ptr使用

总结下来需要注意的大概有下面几点：

1）、尽量避免使用raw pointer构建shared\_ptr，至于原因此处不便于多讲，后续还有讲解

2）、shared\_ptr使得依据共享生命周期而经行地资源管理进行垃圾回收更为方便

3）、shared\_ptr对象的大小通常是unique\_ptr的两倍，这个差异是由于Control Block导致的，并且shared\_ptr的引用计数的操作是原子的，这里的分析也会在后续看到

4）、默认的资源销毁是采用delete，但是shared\_ptr也支持用户提供deleter，与unique\_ptr不同，不同类型的deleter对shared\_ptr的类型没有影响。

需要记住什么？

<http://blog.csdn.net/seamanj/article/details/50507470>

31、C++的内存对齐

C/C++中的内存对齐之基础篇这里主要以【不带有】虚继承链和虚函数的struct/class为例,【注意：所有的空间均需要为最大类型大小的整数倍】

这里有一个C和C++不同的情况：在C中，空struct/class不占有内存，在C++中，空struct/class通常占有1byte的空间，原因是编译器强行在里面放入了一个char，这样可以使得这个class的不同实例化在内存中分配到独一无二的地址。

最基本的内存对齐情况(其中注释代表该类型实际大小)

struct A

{

char c; //1byte

double d; //8byte

int i; //4byte

};

在64位g++和vs2013下运行sizeof(A)结果均为24。这种情况下的计算都比较简单，首先确定最大类型的大小，这里是double，因此Max = 8，因此占据的空间就应该是8的倍数(相应的，若struct内最大的类型为int，那么占据的空间就应该是4的倍数)。补齐的大小就根据最大类型的长度来确定。通常在内存中按照变量声明的顺序来分配空间，先为char分配，占据1byte， 8 - 1 = 7，剩余空间小于下一个变量double的需要空间，因此另外开辟一个8byte用于安放double，紧接着安放int，它占据另一个8byte空间的4个byte。而char后面的7byte、int后面的4byte都用于内存对齐。因此总大小为8+8+8 = 24(可以看成1+7 + 8 + 4+4)。

struct A

{

double d; //8byte

char c; //1byte

int i; //4byte

};

在64位g++和vs2013下运行sizeof(A)结果均为16。根据上述说明，很容易得到 8 + 1+4+3 = 16，其中3为char、int之后的补齐。

稍复杂一点的内存对其情况

class A

{

public:

static double dd;

char c; //1byte

double d; //8byte

static A a;

int i; //4byte

};

在64位g++和vs2013下运行sizeof(A)结果均为24。这里只需要注意一下，static data member会被放在class object之外。因此sizeof(A)时，不会计算他们的大小在内。其余计算同 2 中的第一个例子相同。

只有一种类型时的情况：如一个struct中仅有一个char或int等，由于“所有的空间均需要为最大类型大小的整数倍”这个原则，struct的空间大小就是这些类型各自的大小，而不用再进行补齐。C/C++中的内存对齐之深入篇——虚继承和虚函数

class A

{

public:

virtual ~A();

char c; //1byte

double d; //8byte

int i; //4byte

};

在32位g++下运行sizeof(A)结果为24，在64位g++下运行sizeof(A)结果为32，在vs2013下运行sizeof(A)结果为32。

32位g++下：通常将vptr放在object的最前面，可以确定该内存空间与data member的内存空间不需要独立。也就是说，该例中，无论虚析构函数被声明在哪里，都会在分配空间时最先给一个vptr分配4byte的空间，且该空间后是可以紧接着分配char的1byte的空间。以此类推，结合上面的例子，可以得出4(vptr)+1(char)+3(补齐) + 8 + 4+4 = 24

64位g++下：通常将vptr放在object的最前面，无法确定该内存空间与data member的内存空间是否需要独立。也就是说，该例中，无论虚析构函数被声明在哪里，都会在分配空间时最先给一个vptr分配8byte的空间，且不清楚该空间后是否可以紧接着分配char的1byte的空间(由于该vptr占据8byte，无论是否需要间隔，效果都一样)，以此类推，结合上面的例子，可以得出

8(vptr)+ 1(char)+7(补齐) + 8 + 4+4 = 32

在vs2013下：通常将vptr放在object的最前面，vptr的大小与实际最大类型的大小相关。也就说说，该例中，无论虚析构函数被声明在哪里，都会在分配空间时最先给一个vptr分配4byte的空间，由于后面存在double类型，需要将vptr补齐。结合上面的例子，可以得出

4(vptr)+4(补齐) + 1+7 + 8 +4+4 = 32

2、带有普通继承的class的内存对齐情况

class A

{

int i; //4byte

char c1;//1byte

};

class B : public A

{

char c2;//1byte

};

class C : public B

{

char c3;//1byte

};

在64位g++下，调用sizeof(A)、sizeof(B)、sizeof(C)后的结果均为8；在vs2013下分别为8,12,16

g++下：普通继承时，派生类和基类的内存空间没有间隔。

A：4+1+3(补齐) = 8

B：4+1+1(c2)+2(补齐) = 8

C：4+1+1(c2)+1(c3)+1(补齐) = 8

注意这里所有成员均为私有成员，如果改成public或protected则大小会有变化

vs2013下：普通继承时，派生类和基类的内存空间需要独立，即先补齐基类，再分配派生类。

A：4+1+3(补齐) = 8

B：4+1+3(补齐) + 1(c2)+3(补齐) = 12

C：4+1+3(补齐) + 1(c2)+3(补齐) + 1(c3)+3(补齐) = 16

3、带有虚拟继承链的class的内存对齐情况

class A

{

int i; //4byte

char c1;//1byte

};

class B : virtual public A

{

char c2;//1byte

};

class C : virtual public B

{

char c3;//1byte

};

调用sizeof(A)、sizeof(B)、sizeof(C)后，32位g++下，分别为8,16,24；64位g++下，分别为：8,24,40；vs2013下分别为8,16,24

32位g++下：

A：仍然是4+1+3(补齐) = 8

B：4+1+3 + 4(vptr)+1(c2)+3(补齐) = 16

C；4+1+3 + 4(vptr)+1(c2)+3(补齐) + 4(vptr)+1(c3)+3(补齐) = 24

64位g++下：

A：仍然是4+1+3(补齐) = 8

B：4+1+3 + 8(vptr)+1(c2)+7(补齐) = 24

C；4+1+3 + 8(vptr)+1(c2)+7(补齐) + 8(vptr)+1(c3)+7(补齐) = 40

vs2013下：

A：仍然是4+1+3(补齐) = 8

B：4+1+3 + 4(vptr)+1(c2)+3(补齐) = 16

C；4+1+3 + 4(vptr)+1(c2)+3(补齐) + 4(vptr)+1(c3)+3(补齐) = 24

注意这里vs2013的情况表面看上去和32位g++相同，实则不然。例如去掉class B对于A的虚拟继承性

class A

{

int i; //4byte

char c1;//1byte

};

class B : public A /\*注意这里跟上面相比不是虚拟继承了\*/

{

char c2;//1byte

};

class C : virtual public B

{

char c3;//1byte

};

调用sizeof(A)、sizeof(B)、sizeof(C)后，32位g++下：分别为8,8,16；vs2013下分别为8,12,20

32位g++下：

A：仍然是4+1+3(补齐) = 8

B：B：4+1+1(c2)+2(补齐) = 8(因为不是虚拟继承)

C；4+1+1(c2)+2(补齐) + 4(vptr)+1(c3)+3(补齐) = 16

vs2013下：

A：仍然是4+1+3(补齐) = 8

B：4+1+3(补齐) + 1(c2)+3(补齐) = 12

C；4+1+3(补齐) + 1(c2)+3(补齐) + 4(vptr)+1(c3)+3(补齐) = 20

虚基类的继承是C++中为了多重继承而产生的，但是虚基类的继承有带来了新的问题，如何能够实现这种动态绑定呢？

32、为什么函数参数的入栈的顺序是从右往左

<http://blog.csdn.net/xxxxxx91116/article/details/40478173>

可变参数

<http://www.cppblog.com/woaidongmao/archive/2011/06/20/149036.html>

33、C++的多态机制

三大特性：

<http://huqunxing.site/2016/09/12/C++%20%E4%B8%89%E5%A4%A7%E7%89%B9%E6%80%A7%E4%B9%8B%E5%B0%81%E8%A3%85/>

34、C++中的转化机制？各适用于什么环境？dynamic\_cast转换失败时，会出现什么情况？

对指针，返回NULL.对引用，抛出bad\_cast异常more Effective C++C++引入了4种类型转化操作符（cast operator）：static\_cast，const\_cast，dynamic\_cast和reinterpret\_cast，使用方法与C语言中略有不同：

(type)expression; //这是C语言的

然后引入C++的：

static\_cast<type>(expression);//这是C++的

然后看一下各自的适用范围：

static\_cast：static\_cast基本上拥有与C旧式转型相同的威力和意义，以及相同的限制。但是，该类型转换操作符不能移除常量性，因为有一个专门的操作符用来移除常量性。

const\_cast：用来改变表达式中的常量性（constness）或者易变形（volatileness），只能用于此功能。

dynamic\_cast：将指向基类basic class object的pointer或者reference转型为指向派生类derived（或这sibling base）class object的pointer或者reference中，并且可以获知是否转型成功：如果转型失败，当转型对象是指针的时候会返回一个null指针；当转型对象是reference会抛出一个异常exception。dynamic\_cast无法应用在缺乏虚函数的类型上，也不能改变类型的常量性。

此外，dynamic\_cast还有一个用途就是找出被对象占用的内存的起始点。

reinterpret\_cast：这个操作符的转换结果几乎总是和编译器平台相关，所以不具有移植性。reinterpret\_cast的最常用用途是转换“函数指针”类型，如下：

typedef void(\*FuncPtr)();

int doSomething();

int main()

{

FuncPtr funcPtrArray[10];

funcPtrArray[0] = reinterpret\_cast<FuncPtr>(&doSomething);

return 0;

}

通过reinterpret\_cast强迫编译器了，并成功的将不同的类型的函数&doSomething转换为需要的类型。不过这个操作符进行的转换动作不具有移植性（C++不保证所有的函数指针都能以此方式重新呈现），某些情况下这样的转型可能会导致不正确的结果，所以这种操作不到万不得已不要使用。

<http://www.jellythink.com/archives/205>

35、 拷贝构造函数作用及用途？什么时候需要自定义拷贝构造函数？

在C++中，有下面三种对象需要拷贝的情况：

一个对象以值传递的方式传入函数体

一个对象以值传递的方式从函数返回

一个对象需要通过另外一个对象进行初始化以上的情况就需要拷贝构造函数的调用。

当类中的数据成员需要动态分配存储空间时，不可以依赖default copy constructor。当default copy constructor被因编译器需要而合成时，将执行default memberwise copy语义。此时如果类中有动态分配的存储空间时，将会发生惨重的灾情。在需要时（包括这种对象要赋值、这种对象作为函数参数要传递、函数返回值为这种对象等情况），要考虑到自定义拷贝构造函数。

<http://blog.csdn.net/suxinpingtao51/article/details/36890809>

36、构造函数可以调用虚函数吗？语法上通过吗？语义上可以通过吗？

不能，语法上通过，语义上有问题。

derived class对象内的base class成分会在derived class自身构造之前构造完毕。因此，在base class的构造函数中执行的virtual函数将会是base class的版本，决不会是derived class的版本。

即使目前确实正在构造derived class。

37、深拷贝和浅拷贝的区别

浅拷贝：如果在类中没有显式地声明一个拷贝构造函数，那么，编译器将会根据需要生成一个默认的拷贝构造函数，完成对象之间的位拷贝。default memberwise copy即称为浅拷贝。

此处需要注意，并非像大多数人认为的“如果class未定义出copy constructor，那么编译器就会为之合成一个执行default memberwise copy语义的copy constructor”。

通常情况下，只有在default copy constructor被视为trivial时，才会发生上述情况。一个class，如果既没有任何base/member class含有copy constructor，也没有任何virtual base class或 virtual functions，

它就会被视为trivial。

通常情况下，浅拷贝是够用的。

深拷贝：然而在某些状况下，类内成员变量需要动态开辟堆内存，如果实行位拷贝，也就是把对象里的值完全复制给另一个对象，如A=B。

这时，如果B中有一个成员变量指针已经申请了内存，那A中的那个成员变量也指向同一块内存。如果此时B中执行析构函数释放掉指向那一块堆的指针，这时A内的指针就将成为悬挂指针。

因此，这种情况下不能简单地复制指针，而应该复制“资源”，也就是再重新开辟一块同样大小的内存空间。

<http://blog.csdn.net/lwbeyond/article/details/6202256/>

38、动态绑定和静态绑定的区别

对象的静态类型：对象在声明时采用的类型。是在编译期确定的。

对象的动态类型：目前所指对象的类型。是在运行期决定的。对象的动态类型可以更改，但是静态类型无法更改。

静态绑定：绑定的是对象的静态类型，某特性(比如函数)依赖于对象的静态类型，发生在编译期。

动态绑定：绑定的是对象的动态类型，某特性(比如函数)依赖于对象的动态类型，发生在运行期。

39、函数模板特化与重载决议中的陷阱

这个题目的答案来自张教主的整理1：

template<typename T> void f(T);/\* a \*/

template<typename T> void f(T\*);/\* b \*/

template< > void f<int>(int\*);/\* c \*/

int\* p;

f(p);

2：

template<typename T> void f(T);/\* a \*/

template< > void f<int\*>(int\*);/\* b \*/

template<typename T> void f(T\*);/\* c \*/

int\* p;

f(p);

现在请问1和2中的f(p)分别会调用a、b、c中的哪一个？

解答：

如果你认为1中的f(p)调用的是c的话，恭喜答对了。然而如果按绝大部分人的想法再来回答2中的调用情况时，他会回答调用b(也就是和1中一样的模板，这里

顺序交换了一下编号也换了，请注意)，那么狠抱歉，错了。

分析前先回顾一下模板特化的东西。

非特化的模板也被称为主模板；

类模板能全特化和偏特化；

函数模板只能全特化，不过由于函数重载的原因，能达到偏特化的效果。

现在分析如下： 对于第1个：

template<typename T> void f(T);/\* a \*/

template<typename T> void f(T\*);/\* b \*/

template< > void f<int>(int\*);/\* c \*/

int\* p;

f(p);

这里，a是第一个主模板，b是第二个主模板，且b是第一个主模板a的重载而非偏特化(函数模板没有偏特化)。c是第二个主模板b的显式特化(全特化)。

在f(p)调用时，发生重载决议，会无视特化存在(标准规定：重载决议无视模板特化，重载决议只会发生在主模板之间)。在主模板a和b中决议出b，即第二个主模板被决议选中，然后再调用其全特化版本c。

对于第2个：

template<typename T> void f(T);/\* a \*/

template< > void f<int\*>(int\*);/\* b \*/

template<typename T> void f(T\*);/\* c \*/

int\* p;

f(p);

这里a是第一个主模板，b是第一个主模板a的全特化，c是第二个主模板。在f(p)调用时，发生重载决议，同样会无视特化存在，在主模板a和c中决议出c，而c并无全特化版本，因此直接调用c。

模版特化：

<http://blog.csdn.net/gatieme/article/details/50953564>

40、virtual函数能声明为内联吗？为什么？

通常情况下是不能的

原因：inline是编译期决定，他意味着在执行前就将调用动作替换为被调用函数的本体；

virtual是运行期决定，他意味着直道运行期才决定调用哪个函数。

这两者之间通常是冲突的。

然而也有特例，就是当编译阶段就已经知道调用虚函数的指针为多态指针。这里就不再敖述了。

41、C++11线程库

<http://www.oschina.net/translate/cplusplus-11-threading-make-your-multitasking-life>

42、哪些类型的对象不可以作为union的成员？为什么有这种限制？

标准规定，凡是具有non-trivial constructor、non-trivial destructor、non-trivial copy constructor、non-trivial assignment operator的class对象都不能作为union的成员。

即是说，这个class的以上四种成员必须均经由编译器合成且该class无虚函数和虚基类。

有这种限制是为了兼容C。

<http://blog.csdn.net/xiangyubobo/article/details/44238603>

43、如何实现一个不能在堆分配的类，如何实现一个不能被继承的类

如何实现一个不能在堆上分配的类，如果要在堆上分配就是会使用new，所以可以重载new 操作符，并将其重载于class A的private内：

class A

{

public:

A(int a):\_x(a){}

int Display() {

return \_x;

}

void setVal(int x) {

\_x = x;

return;

}

private:

//

int \_x;

void\* operator new(size\_t t){

}

};

如何实现一个不能被继承的类，这里有一个比较简单的方法，利用C++11的新关键字final：

class B final {

public:

B(int a) {

}

};

现在就不能继承该类。

C++中final关键字是C++11新增的，作用为：

a.作用于类：阻止一个类成为基类，即不允许扩展该类。

b.作用于虚方法：组织派生类覆盖此虚方法。

44、c++断言

<http://blog.csdn.net/makenothing/article/details/23555073>

45、c++宏

#define MIN(A,B) ((A) <= (B) ? (A) : (B))

MIN(\*p++, b)会产生宏的副作用

剖析：

这个面试题主要考查面试者对宏定义的使用，宏定义可以实现类似于函数的功能，但是它终归不是函数，而宏定义中括弧中的“参数”也不是真的参数，在宏展开的时候对“参数”进行的是一对一的替换。

程序员对宏定义的使用要非常小心，特别要注意两个问题：

（1）谨慎地将宏定义中的“参数”和整个宏用用括弧括起来。所以，严格地讲，下述解答：

#define MIN(A,B) (A) <= (B) ? (A) : (B)

#define MIN(A,B) (A <= B ? A : B )

都应判0分；

（2）防止宏的副作用。

宏定义#define MIN(A,B) ((A) <= (B) ? (A) : (B))对MIN(\*p++, b)的作用结果是：

((\*p++) <= (b) ? (\*p++) : (b))

这个表达式会产生副作用，指针p会作2次++自增操作。

除此之外，另一个应该判0分的解答是：

#define MIN(A,B) ((A) <= (B) ? (A) : (B));

这个解答在宏定义的后面加“;”，显示编写者对宏的概念模糊不清，只能被无情地判0分并被面试官淘汰。

46、函数调用堆栈变化

<http://www.cnblogs.com/ziyoudefeng/archive/2012/11/23/2785171.html>

47、虚继承底层原理

<https://www.nowcoder.com/questionTerminal/638f798ac0da4a89a0c3e893f62d5376>

48、面向对象六大原则

<http://www.mamicode.com/info-detail-1198348.html>

49、c++学习之容器——erase()函数

<http://blog.csdn.net/qingtianweichong/article/details/9531919>

50、STL内存管理器的分配策略

<http://www.cnblogs.com/findumars/p/5353516.html>

51、 C++中 vector、list、deque、set、map的底层实现

<http://blog.csdn.net/lmh12506/article/details/8445025>